# Лабораторная работа №8

Способы вызова ассемблерных подпрограмм

в языках высокого уровня

**Цель работы**: изучение способов вызова подпрограмм, написанных на разных языках программирования посредством dll-библиотек.

**Теоретические сведения**

Подпрограммы, написанные на каком-либо языке программирования можно компоновать в динамические библиотеки (dll-библиотеки), которые представляют собой скомпилированный объектный код, и подключать к другим программам. dll-библиотека содержит в себе набор процедур, функций, а также других ресурсов, которые могут быть использованы программой, которые её подключают. После подключения библиотеки, основная программа может вызывать из неё подпрограммы, если известны их спецификации, т.е. количество аргументов, их тип и тип возвращаемого значения. Заранее спецификации могут быть не известны, т.к. как dll-библиотека содержит объектный код и для подпрограмм известны только их имена. В отличие от библиотек языков высокого уровня, например файлов с расширением \*.h языка c++, или файлов \*.cs языка C#, которые представляют собой исходный код, dll-библиотека представляет собой уже скомпилированный модуль с известными точками (адресами) входа в подпрограммы.

Для того, чтобы корректно вызывать подпрограммы, написанные на разных языках программирования, существуют правила, по которым необходимо передавать аргументы, возвращать данные и очищать стек. Такие правила называются *соглашениями о вызовах*.

Рассмотрим пример простой dll-библиотеки на ассемблере, которая содержит инициализирующую функцию DllMain, функцию sum\_int\_s для сложения чисел типа int, функцию mul\_double умножения чисел типа double, функцию memcopy32 копирования блока памяти, размер которого кратен 4 байтам. Все подпрограммы в ней реализованы в стиле вызова stdcall, который указан в начале библиотеки.

Соответствие типов языков C#, С++ директивам объявления   
данных на ассемблере.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| C# | C++ | Размер (байт) | Ассемблер | Место возврата |
| int, uint | int, unsigned int, long | 4 | dd (DWORD) | EAX |
| byte | char, unsigned char | 1 | db (BYTE) | AL |
| float | float | 4 | dd (DWORD) | ST(0) |
| double | double, long double | 8 | dq (QWORD) | ST(0) |
| short, ushort | short, unsigned short | 2 | dw (WORD) | AX |
| bool | bool | 1 | db (BYTE) | AL |
| int[], float[],…  (любой указатель) | int \*, float \*, …  (любой указатель) | 4 | dd (DWORD) | EAX |
| int, uint | long | 4 | dd (DWORD) | EAX |
| long, ulong | long long | 8 | dq (QWORD) | EDX:EAX |

.386

.model flat, stdcall

option casemap :none

.code

; Инициализирующая функция

**DllMain proc** hlnstDLL:DWORD, reason:DWORD, unused:DWORD

mov EAX, 1

ret

**DllMain Endp**

; Функция возвращает сумму чисел a и b типа int

**sum\_int\_s proc**

mov EAX, [ESP+4] ; Здесь находится a

add EAX, [ESP+8] ; Здесь находится b

ret 8

**sum\_int\_s endp**

; Функция возвращает произведение чисел a и b типа double

**mul\_double proc**

push EBP ; Сохраняем EBP в стеке

mov EBP, ESP ; EBP = ESP

; Смещаем указатель относительно вершины стека на 8, чтобы EBP указывал на первый аргумент a

add EBP, 8

finit

fld QWORD PTR [EBP] ; Загрузить a в ST(0)

fld QWORD PTR [EBP+8] ; Загрузить b в ST(0)

fmul ; ST(0) = ST(0) \* ST(1)

pop EBP

ret 16

**mul\_double endp**

; Процедура копирования блока памяти, размер которого кратен 4 байтам

; memcopy32 (void\* dest, void\* source, int mem\_size)

**memcopy32 proc**

; Сохранение используемых регистров в стеке

push ESI

push EDI

push ECX

mov ecx, [ESP+24] ; ECX = mem\_size

shr ecx, 2 ; ECX = ECX / 4 (mem\_size = mem\_size >> 2)

cld ; Очистка флага направления

mov esi, [ESP+20] ; ESI = source

mov edi, [ESP+16] ; EDI = dest

rep movsd ; Копирование блока

; Восстановление используемых регистров

pop ECX

pop EDI

pop ESI

ret 12

**memcopy32 endp**

**sum\_int\_s2** proc a:DWORD, b:DWORD

mov EAX, a

add EAX, b

ret

**sum\_int\_s2** endp

End LibMain

dll-библиотека должна содержать инициализирующую функцию (DllMain), которая срабатывает при загрузке библиотеки и в некоторых случаях вызывается операционной системой. В ней можно выполнять проверку и инициализацию необходимых ресурсов. Данная функция должна возвращать истину (-1), если подключение прошло успешно и можно продолжать работу, или ложь (0) для завершения работы.

Функция sum\_int\_s2, в отличие от других, содержит в своём заголовке список аргументов, к которым можно обращаться по имени и не вычислять их смещение относительно вершины стека. Компилятор добавил для sum\_int\_s2 некоторую последовательность команд в начало и в конец подпрограммы. Последовательность добавляемых команд в начале подпрограммы и перед её вызовом называется *прологом*, в конце и после её вызова – *эпилогом*. В отладчике можно увидеть, что функция sum\_int\_s2, в которую добавлен пролог и эпилог, содержит следующие команды:

PUSH EBP ; Пролог

MOV EBP,ESP ; Пролог

MOV EAX,DWORD PTR [EBP+8] ; mov EAX, a

ADD EAX,DWORD PTR [EBP+0C] ; add EAX, b

LEAVE ; Эпилог

RET 8 ; ret, эпилог

Первые две команды являются прологом и сохраняют содержимое EBP в стеке, и копируют значение **ESP** в регистр EBP. Последние две команды являются эпилогом. Команда **LEAVE**, наоборот, копирует содержимое **EBP** в **ESP** и затем извлекает из стека 4 байта и помещает их в регистр **EBP**. Таким образом, если содержимое EBP нигде в подпрограмме не изменяется, удобно обращаться к аргументам в стеке по смещению относительно адреса, который содержится в **EBP**, и свободно пользоваться стеком. При этом замену имени аргумента компилятор выполняет сам. Т.е., если в исходной программе есть команда «mov EAX, a», то компилятор автоматически вычислит местонахождение аргумента *a* (его смещение относительно вершины) в стеке и заменит исходную команду на «MOV EAX,DWORD PTR [EBP+8]». Разумеется, если пролог и эпилог включен, использовать регистр **EBP** в своих нуждах уже нельзя.

По умолчанию компилятор добавляет код пролога и эпилога в подпрограммы согласно стилю вызова, который объявлен в начале файла (.model flat, stdcall). Для разных стилей вызова код пролога и эпилога различен. Можно переопределить стиль для конкретной подпрограммы в её заголовке, указав его после директивы **proc**:

sum\_int\_s3 proc **stdcall** a:DWORD, b:DWORD ; Стиль stdcall

sum\_int\_c3 proc **c** a:DWORD, b:DWORD ; Стиль cdecl

sum\_int\_p3 proc **pascal** a:DWORD, b:DWORD ; Стиль pascal

Можно отключить автоматическую генерацию кода пролога и эпилога с помощью следующих команд:

OPTION PROLOGUE : NONE

OPTION EPILOGUE : NONE

Эти команды можно добавить, к примеру, после строки «.code». Если пролог и эпилог будет опять нужен в какой-то части программы, можно включить его генерацию командами:

OPTION PROLOGUE:PrologueDef

OPTION EPILOGUE:EpilogueDef

В вышеприведённой программе используется стиль вызова **stdcall**. В данном стиле вызова аргументы передаются в подпрограмму (помещаются в стек) справа налево и вызываемая подпрограмма должна сама очищать стек от аргументов. **stdcall** используется API-функциями ОС Windows.

В языке **Си** используется стиль вызова **cdecl** (от англ. c-declaration). Аргументы функции передаются в стек справа налево, стек очищает вызывающая программа. Для данного стиля вызова коды пролога и эпилога добавляются также в вызывающую подпрограмму. Можно явно указывать (переопределять) стиль вызова для отдельных подпрограмм. Добавим в библиотеку функцию сложения чисел в стиле **cdecl** с явным перечислением аргументов при включённой генерации пролога и эпилога.

**sum\_int\_c2** proc **c** a:DWORD, b:DWORD ; c – стиль cdecl

mov EAX, a

add EAX, b

ret

**sum\_int\_c2** endp

Стиль вызова здесь переопределён после директивы **proc**.

Если проанализировать код данной функции в отладчике, то можно увидеть, что при выходе из подпрограммы стек от аргументов ею не очищается, поэтому это нужно делать в основной подпрограмме после вызова:

PUSH 1 ; Загрузка аргумента b

PUSH 10 ; Загрузка аргумента a

CALL sum\_int\_c2

ADD ESP, 8 ; Очищение стека от аргументов

В данном случае команда «ADD ESP, 8» команда является частью эпилога. Та же подпрограмма, но без явного перечисления аргументов выглядит следующим образом:

sum\_int\_c proc

mov EAX, [ESP+4]

add EAX, [ESP+8]

ret

sum\_int\_c endp

Стиль вызова **pascal** используется в языке Паскаль. Аргументы передаются слева направо, стек очищает вызываемая подпрограмма.

Стиль вызова **fastcall** используется компиляторами Borland и подразумевает передачу аргументов через регистры и стек. Первые аргументы передаются через регистры, остальные – через стек. В компиляторах фирмы Microsoft данный стиль вызова также поддерживается. При этом первые два аргумента передаются через регистры **CL**/**CX**/**ECX** и **DL**/**DX**/**EDX**.

Компиляторами языка C++ при использовании объектно-ориентированного подхода используется стиль вызова **thiscall**. Указатель на объект (**this**) передаётся в регистр ECX, аргументы подпрограммы передаются в стек справа налево, стек очищает вызываемая подпрограмма.

В следующем таблице перечислены реализации функции сложения sum\_int целых чисел в различных стилях вызова.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Стиль  вызова | Тело функции | Вызов  sum\_int(7, 10) | Способ очистки  стека | Порядок передачи аргумен-тов |
| stdcall | mov EAX, [ESP+4]  add EAX, [ESP+8]  ret 8 | PUSH 10  PUSH 7  CALL sum\_int | Вызывае-мая | Справа налево |
| cdecl | mov EAX, [ESP+4]  add EAX, [ESP+8]  ret | PUSH 10  PUSH 7  CALL sum\_int  ADD ESP, 8 | Вызыва-ющая | Справа налево |
| fastcall | mov EAX, ECX  add EAX, EDX  ret | MOV EDX, 10  MOV ECX, 7  CALL sum\_int | Вызывае-мая | Справа налево |
| pascal | mov EAX, [ESP+8]  add EAX, [ESP+4]  ret 8 | PUSH 7  PUSH 10  CALL sum\_int | Вызывае-мая | Слева направо |

Чтобы легче было разобраться в способах вызова и упростить отладку программ, можно дизассемблировать участок кода в среде Visual Studio (пункт главного меню Debug->Windows->Disassembly) и посмотреть, в каком порядке компилятор ожидает аргументы, и кто, по его мнению, должен освобождать стек.

К примеру, пусть объявлена функция, которая имеет 4 аргумента:

extern "C" \_\_declspec(dllimport) int \_fastcall

sum\_int\_f(int a, int b, int c, int d);

Если выполнить отладку (в режиме Debug), то в окрестности её вызова наблюдается следующий код:

![C:\Users\Oleg\Desktop\Новый точечный рисунок (4).bmp](data:image/png;base64,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)

Ясно, что последние два аргумента помещаются в стек командами **push**, а первые два – через регистры. Значит функция, которая написана на ассемблере, должна быть реализована в соответствии c именно этим порядком. Далее вызывается функция, имя которой декорировано. Можно проанализировать и другие команды. Перед вызовом функции значение **ESP** копируется в **ESI**, а после вызова – проверяется командой **cmp**. По названию следующей функции \_\_RTC\_CheckESP можно догадаться, что она проверяет, не нарушена ли структура стека путём анализа флага **ZF**. Если подпрограмма правильно освободила стек, то **ESP** должен быть равен **ESI**. В последней команде переменной **d** присваивается значение EAX, т.е. возвращаемое значение. Отметим, что нигде нет команды, очищающей стек от аргументов (**ADD ESP, 16**), значит, программа на C++ ожидает, что стек очистит функция **sum\_int\_f**.

Для того чтобы отметить в dll-библиотеке и файле \*.lib, какой стиль вызова использует каждая подпрограмма и сколько она имеет аргументов применяют *декорирование* имён. При декорировании перед названием функции добавляется символ подчёркивания «\_» или «@», в зависимости от стиля вызова, и в конце после символа «@» добавляется число, указывающее суммарный размер аргументов в байтах, помещаемых в стек. Размер аргументов кратен 4 байтам. Компиляторами Microsoft/Intel C++ используется следующий способ декорирования:

|  |  |  |
| --- | --- | --- |
| \_cdecl | \_fastcall | \_stdcall |
| \_int\_sum | @int\_sum@8 | \_int\_sum@8 |

Если аргументов нет, то в конце добавляется «@0». Вышеприведённым функциям будут присвоены следующие имена:

\_sum\_int\_s@0

\_sum\_int\_с@0

\_mul\_double@0

\_memcopy32@0

\_sum\_int\_s2@8

\_sum\_int\_с2

Функция **sum\_int\_f** с заголовком без аргументов «**sum\_int\_f proc**» будет иметь имя \_sum\_int\_f@0. Для вызова первых 4 подпрограмм на языке C++ такие имена не годятся, так как они на самом деле имеют аргументы, поэтому нужно переопределить эти имена при сборке и указать правильно размер аргументов. В исходном коде аргументы у них не перечислены, поэтому компоновщик добавляет в конце «@0». Стиль вызова для всего модуля общий – stdcall, поэтому в начало имени добавляется символ подчёркивания «\_». Список имён всех функций, экспортируемых в dll-библиотеку, нужно записать в файл с расширением \*.def. Здесь же можно переопределить имена. Содержимое файла lab8.def:

LIBRARY lab8

EXPORTS

\_mul\_double@16 = \_mul\_double@0

\_memcopy32@12 = \_memcopy32@0

\_sum\_int\_s@8 = \_sum\_int\_s@0

sum\_int\_s2

\_sum\_int\_c = \_sum\_int\_c@0

sum\_int\_c2

@sum\_int\_f@16 = \_sum\_int\_f@0

Для функций sum\_int\_s2 и sum\_int\_c2 имена можно не переопределять, так как они декорированы верно.

Для компиляции dll-библиотеки с командной строки используются следующие ключи:

**D:\lab8>**D:\masm32\bin\ml /c /coff lab8.asm

**D:\lab8>**D:\masm32\bin\Link /SUBSYSTEM:WINDOWS /DLL /DEF:lab8.def lab8.obj

Если всё сделано правильно, то будут созданы файлы lab8.dll и lab8.lib.

Статическое подключение dll-библиотеки

Сначала нужно скопировать файлы lab8.lib и lab8.dll в каталог с проектом на C++, к которому они будут подключаться. Для подключения библиотеки в среде Visual Studio программе на C++ необходимо добавить в начале программы строку

#pragma comment(lib,"lab8.lib")

и описать заголовки функций:

extern "C" \_\_declspec(dllimport) void \_stdcall memcopy32(void\* dest, void\* source, int block\_size);

extern "C" \_\_declspec(dllimport) int \_stdcall sum\_int\_s (int a, int b);

extern "C" \_\_declspec(dllimport) int \_stdcall sum\_int\_s2(int a, int b);

extern "C" \_\_declspec(dllimport) int \_cdecl sum\_int\_c (int a, int b);

extern "C" \_\_declspec(dllimport) int \_cdecl sum\_int\_c2(int a, int b);

extern "C" \_\_declspec(dllimport) double \_stdcall mul\_double(double a, double b);

extern "C" \_\_declspec(dllimport) int \_fastcall sum\_int\_f(int a, int b, int c, int d);

extern "C" означает, что к именам функций будет применяться декорирование по правилам языка Си (описано выше). Атрибут \_\_declspec(dllimport) объявляет все функции как импортируемые извне, т.е. из внешней dll-библиотеки. Далее функции можно использовать для вызова.

На C++ можно не только подключать, но и создавать dll-библиотеки. В этом случае нужно будет применять атрибут \_\_declspec(dllexport) к именам, т.е. подпрограммы будут экспортироваться в библиотеку.

Для подключения библиотеки на языке C# нужно скопировать только файл \*.dll в каталог с исполняемым \*.exe файлом проекта и объявить подпрограммы следующим образом:

[DllImport("lab8.dll")]

public static extern void memcopy32(byte[] dest, byte[] source, int block\_size);

[DllImport("lab8.dll")]

public static extern int sum\_int\_s(int a, int b);

[DllImport("lab8.dll")]

public static extern int sum\_int\_c(int a, int b);

[DllImport("lab8.dll")]

public static extern double mul\_double(double a, double b);

[DllImport("lab8.dll", EntryPoint = "@sum\_int\_f@16")]

public static extern int sum\_int\_f(int a, int b, int c, int d);

Динамическое подключение dll-библиотеки

Второй способ подключения dll-библиотеки является динамическим и осуществляется во время выполнения приложения. Сначала необходимо с помощью функции

HMODULE WINAPI LoadLibrary(char\* lpFileName)

загрузить в память библиотеку из файла с именем **lpFileName** и получить дескриптор dll-библиотеки. Затем, используя полученный дескриптор **hModule** и имя подпрограммы **lpProcName** получить с помощью функции

FARPROC WINAPI GetProcAddress (HMODULE hModule, char\* lpProcName)

адрес (указатель) нужной подпрограммы. Далее подпрограмму можно вызывать. Как только библиотека станет не нужна, её нужно выгрузить из памяти функцией **FreeLibrary**.

Пример динамического подключения dll-библиотеки:

// Тип – указатель на функцию

typedef void (\_stdcall \*func) (void\* a, void\* b, int count);

…

char dll\_name[] = "lab8.dll"; // Полный путь к библиотеке

HMODULE hModule = LoadLibraryA(dll\_name);

// Если dll-файл найден

if (hModule != NULL)

{

char func\_name[] = "memcopy32";

// Получить указатель на подпрограмму

func f = (func) GetProcAddress(hModule, func\_name);

if (f == NULL)

printf("Подпрограмма %s не найдена в библиотеке", func\_name);

else

{

int b[] = {1, 2, 3, 4, 5, 5, 4, 3, 2, 1}, a[10];

// Вызов подпрограммы

f(a, b, 10\*4);

}

// Освобождение библиотеки

FreeLibrary(hModule);

}

else

printf("dll-файл %s не найден", dll\_name);

Преимущество использования динамического подключения библиотеки перед статическим заключается в том, что если нужный файл с библиотекой не будет найден, можно принять какое-то решение о дальнейших действиях. Например, можно попытаться найти его или загрузить другой. В случае статического подключения, если dll-файл будет отсутствовать, программа просто не будет работать.

Ассемблерные вставки

Ещё одним простым способом встраивания ассемблерного кода в программы на C++ является использование ассемблерных вставок. Секция ассемблерного кода при этом просто записывается после ключевого слова **\_\_asm** в операторных скобках. Пример функции на C++:

void memcopy32\_2(void\* a, void\* b, int le1)

{

\_asm

{

mov ecx, le1

shr ecx, 2

cld

mov esi, b

mov edi, a

rep movsd

} }

**Задания для выполнения к работе**

1. Написать и отладить подпрограммы на masm32 в разных стилях вызова для решения задачи соответствующего варианта. Глобальные переменные в подпрограммах использовать не разрешается. Если нужна дополнительная память, выделять её в стеке.
2. Подпрограммы собрать и скомпилировать в виде dll-библиотеки. Библиотека должна содержать:
   * подпрограммы в стилях stdcall, cdecl, fastcall, написанные на ассемблере **без** явного перечисления аргументов в заголовке;
   * Подпрограммы в стилях stdcall, cdecl, написанные, наоборот, **с** перечислением аргументов в заголовке подпрограммы.
3. Подключить все подпрограммы из dll-библиотеки к проектам на C# и С++ статическим и динамическим способом. Убедиться в правильности вызова всех подпрограмм.
4. Написать подпрограмму для решения задачи варианта с использованием ассемблерной вставки на языке C++.
5. Написать подпрограммы для решения задачи варианта с использованием обычного высококровного языка C# и C++ (или любого другого).
6. Сравнить скорость выполнения полученных подпрограмм на одних и тех же тестовых данных. Для сравнения выбрать:

подпрограмму на ассемблере в masm32 (какую-нибудь одну из пяти), вызываемую из программы на языке C++ или C#; подпрограмму на C#; подпрограмму на C++; подпрограмму на С++ с использованием ассемблерной вставки. Построить на одной плоскости графики зависимости времени выполнения подпрограмм от длины массивов (не менее 10 точек для каждой подпрограммы). Для замера лучше передавать в подпрограммы массивы большой длины. Время замерять в миллисекундах с помощью API-функции GetTickCount(). Убедиться, что подпрограммы при одинаковых тестовых данных выдают одинаковый результат. Для заполнения массивов использовать генератор случайных чисел.

1. В отчёт включить исходный код и графики.
2. Сделать выводы по работе.

Варианты заданий

Если в заданиях базовые типы массивов *a* и *res* не совпадают (например, вариант №2), значит необходимо осуществить преобразование типа.

|  |  |
| --- | --- |
| Варианты 1-7  Сортировка части массива чисел с индексами от *start* до *end* включительно. Отсортированный массив (элементы *start*…*end*) записать в *res* и возвратить его адрес. Исходный массив *a* оставить без изменений. Под массив *res* зарезервировать память в необходимом размере, но не больше, чем нужно.  Пример: *a* = {4, 5, 4, 2, **5, 7, 5, 6, 5**, 3, 5, 6}, *start* = 4, *end* = 8;  *res* = {5, 5, 5, 6, 7} (сортировка по не убыванию). Длина массива *res* равна 5. | |
| 1 | Сортировка методом вставок по не убыванию.  float\* sort(float\* a, int start, int end, float\* res). |
| 2 | Пузырьковая сортировка по не возрастанию.  double\* sort(double\* res, float\* a, int start, int end). |
| 3 | Сортировка выбором по не убыванию.  int\* sort(int\* a, int start, int end, int\* res). |
| 4 | Сортировка методом вставок по не возрастанию.  short\* sort(short\* a, short\* res, int start, int end). |
| 5 | Пузырьковая сортировка по не убыванию.  int\* sort(int start, int end, int\* res, int\* a). |
| 6 | Сортировка выбором по не возрастанию.  float\* sort(float\* res, char start, int end, int\* a). |
| 7 | Сортировка выбором по не убыванию.  float\* sort(double\* a, int start, int end,  float\* res). |
| Варианты 8 - 16  Из массива *a* длиной *length* скопировать отрицательные числа в массив *neg\_res*, положительные – в массив *pos\_res*. Под массивы *neg\_res* и *pos\_res* в основной программе зарезервировать памяти столько, сколько занимает массив *a*. Полученные массивы отсортировать. Количество отрицательных чисел записать в выходной параметр *neg\_count*, положительных – в выходной параметр *pos\_count*. Исходный массив *a* оставить без изменений. Для удобства, можно реализовать в dll-библиотеке отдельную процедуру для сортировки одного массива.  Пример: *a* = {1, 3, 4, -5, 7, -2, -1, 3, 5, -5}, *length =* 10;  *pos\_res* = {1, 3, 3, 4, 5, 7} (сортировка по не убыванию);  *neg\_res* = {-1, -2, -5, -5} (сортировка по не возрастанию);  *pos\_count* = 6;  *neg\_count =* 4. | |
| 8 | Сортировка методом вставок по не убыванию.  int sort (int\* a, int length, int\* pos\_res,  int\* neg\_res, int\* neg\_count).  pos\_count возвратить. |
| 9 | Сортировка выбором по не возрастанию.  int sort (float\* a, int length, float\* pos\_res,  int\* pos\_count, float\* neg\_res).  neg\_count возвратить. |
| 10 | Пузырьковая сортировка по не возрастанию.  int sort (double\* a, int length, double\* pos\_res,  double\* neg\_res, int\* neg\_count).  pos\_count возвратить. |
| 11 | Сортировка методом вставок по не возрастанию.  int sort (float\* pos\_res, float\* neg\_res, int\* pos\_count, float\* a, int length).  **neg\_count** возвратить**.** |
| 12 | Сортировка выбором по не убыванию.  int sort (double\* pos\_res, double\* a, int length,  int\* pos\_count, double\* neg\_res).  neg\_count возвратить. |
| 13 | Пузырьковая сортировка по не убыванию.  int sort (int\* neg\_res, int\* a, int length, int\* pos\_res, int\* pos\_count).  neg\_count возвратить. |
| 14 | Сортировка методом вставок по не убыванию.  int sort (int\* pos\_count, double\* neg\_res, double\* a, int length, double\* pos\_res).  **neg\_count** возвратить. |
| 15 | Сортировка выбором по не убыванию.  int sort (int\* neg\_res, int\* pos\_res, int\* neg\_count, int\* a, int length).  pos\_count возвратить. |
| 16 | Пузырьковая сортировка по не убыванию.  int sort (float\* a, float\* neg\_res, float\* pos\_res, int length, int\* pos\_count).  neg\_count возвратить. |
| Варианты 17-25  Найти множество элементов массива *a* длиной *length* и его мощность *power* (количество элементов). Результат записать в *res*. Мощность возвратить и записать в выходной параметр *power*. Реализовать алгоритм таким образом, чтобы *res* был отсортирован. Массив *a* оставить без изменений.  Пример: *a* = {2, 5, 6, 4, 4, 9, 4, 5, 6, 1, 2, 5}, *length =* 12.  *res* = {1, 2, 4, 5, 6, 9}, *power* = 6. | |
| 17 | Сортировка по возрастанию.  int many(int\* a, int length, int\* res, int\* power). |
| 18 | Сортировка по убыванию.  int many(float\* res, float\* a, int length). |
| 19 | Сортировка по возрастанию.  int many(double\* res, int length, double\* a, int\* power). |
| 20 | Сортировка по убыванию. Оставить в *res* только чётные числа.  int many(short\* a, int length, short\* res,  int\* power). |
| 21 | Сортировка по убыванию.  int many(float\* a, int length, double\* res). |
| 22 | Сортировка по возрастанию.  int many(int length, float\* res, int\* a, int\* power). |
| 23 | Сортировка по убыванию. Оставить в *res* только числа, большие *e*1 и меньшие *e*2.  int many(short e1, int e2, int length, int\* res,  short\* a). |
| 24 | Сортировка по возрастанию. Оставить в *res* только числа, кратные *k*.  int many(int length, int\* res, short\* a, int k). |
| 25 | Сортировка по убыванию. Оставить в *res* только положительные числа.  int many(double\* res, int\* power, short\* a,  int length) |

Контрольные вопросы

1. Для чего используются dll-библиотеки?
2. Чем отличаются статический и динамический способы подключения dll-библиотеки?
3. Что такое декорирование названий подпрограмм?
4. Какие существуют стили вызова подпрограмм?
5. Что такое соглашения о вызовах (стили вызова)?
6. Какой стиль вызова используется компиляторами C++?
7. В чём особенность стиля вызова fastcall?
8. Что такое пролог и эпилог?
9. Для чего необходима инициализирующая функция dll-библиотеки?
10. Как передать в качестве аргумента подпрограмме число типа int\*; типа double?
11. Что такое ассемблерная вставка?
12. По каким правилам декорируются названия подпрограмм стилей вызова cdecl, stdcall, fastcall?
13. Какой стиль вызова используется в ООП?